**מערכי שיעור פייתון**

שיעור 1.

Getting\_started

This is the most basic action in programming. The '=' sign assigns the value on the right to a variable, whose name is on the left.

A variable is like a box. You can put something in the box (thats called Assignment) and use the contents later for further operation. **Variable's name should be meaningful**.

Python variables do not need explicit declaration (nor type declarations) to reserve memory space. The declaration happens automatically when you assign a value to a variable.

a = 3

b = a + 1

c = b \* 5

my\_number = 12.345

my\_name = 'Liran'

is\_spam = True

result = max(12, 32, 17, c)

print(a)

**Note:** Don't use Python terms for naming your variables and files. E.g. calling your variable list or your file numpy may cause Python to not work properly.

Case sensitivity

Python is a case-sensitive language, which means that whether you use lower-case or upper-case letters makes a lot of difference.

a = 1

A = 2

print (123 + a)

print (123 + A)

124

125

## Comments

If we want to add a comment to our code, we add a **#** sign, and everything after it within the same line will not be ecaluated.

# This line is a comment

# The next line is not a comment

my\_age = 33

## Printing

Very often we would like to print something to the "console", the textual interface. This is acheived by the print function.

print("This will be printed.")

This will be printed.

print() can print several elements, and they should be separated with commas. It automatically adds a white space between them.

my\_name = 'Balu'

my\_age = 10

print("My name is", my\_name, 'and my age is', my\_age)

My name is Balu and my age is 10

The function print() automatically starts a new line (after the printing). This can be modified by the end argument.

for name in ['Arik', 'Bentz']:

    print("My name is", name)

My name is Arik

My name is Bentz

if we wish print not to start a new line, we can change the end argument (the default is a new line)

for name in ['Arik', 'Bentz']:

    print("My name is", name, end='#')

My name is Arik#My name is Bentz#

## Indentation

While most programming languages use various syntax methods to mark a block of code (e.g. { ... }, BEGIN ... END, etc.), Python's uses indentation. This feature gives the language a very "clean" look.

A code block which represents the body of a function or a loop begins with the indentation and ends with the first unindented line.

standard indention is 4 spaces.

my\_name = 'Arik'

other\_name = 'Arik'

if other\_name == my\_name:

    print("You are awesome!")

else:

    print("You are NOT awesome!")

File "<ipython-input-26-81beccff3099>", line 4 else: ^ SyntaxError: invalid syntax

The following variations illustrate the importance of correct indentation.

for x in [1, 2, 3, 4, 5, 6]:

    if x % 2 == 0:

        print(x, "is even.")

    else:

        print(x, "is odd.")

1 is odd.

2 is even.

3 is odd.

4 is even.

5 is odd.

6 is even.

# Self-explanatory examples

**Note:** The following examples are for illustration purposes. Every detail in them will be explained in depth throughout the course.

## Example 1 - Interactive Guess-My-Number game

The following script implements a game, in which the computer randomly chooses a number between 1 and 100, and you have to guess it guided by the computer's hints.

# import necessary module

import random

# The computer "chooses" a number

my\_number = random.randint(1, 100)

# The program asks you to play

print ("I have chosen a number between 1 and 100.")

print ("Please try to guess it...")

# The program reads your guess and stores it

user\_guess = int(input())

# The game is on...

while my\_number != user\_guess:

    if user\_guess > my\_number:

        print ("Wrong! You are too high, please try again...")

        user\_guess = int(input())

    else:

        print ("Wrong! You are too low, please try again...")

        user\_guess = int(input())

print ("Finally :-)\nGAME OVER")

I have chosen a number between 1 and 100.

Please try to guess it...

twenty seven

---------------------------------------------------------------------------

ValueError Traceback (most recent call last)

<ipython-input-29-769d138ba002> in <module>()

**10**

**11** # The program reads your guess and stores it

---> 12 user\_guess = int(input())

**13**

**14** # The game is on...

ValueError: invalid literal for int() with base 10: 'twenty seven'

## Example 2 - Data exploration

**Note:** In this example we will use the Diamonds dataset, which can be found in the *Datasets* folder of the course ([link](https://drive.google.com/drive/folders/15J2Y2y81Uc9Wy8-ceBF7ZQj4C-uQr1dT?usp=sharing)).

**Note:** Google Colab allows you to upload your data to a local destination (under the /content folder). You can do it using the *Upload* button at the top of the *Files* tab on the window on the left of the Google Colab GUI.

The following script reads a file from a given path and make some manipulations to its data.

**Note:** We are making use of the pandas and seaborn packages, which will be an important tool throughout our course.

import pandas as pd

import seaborn as sns

file\_path = 'diamonds.csv'

df\_diamonds = pd.read\_csv(file\_path)

We can now see the actual raw data

df\_diamonds.head()

We can query the data for anything we like, e.g. how many diamonds weigh more than 2.5 carats and cost less than 10000.

len(df\_diamonds[(df\_diamonds.carat>2.5) & (df\_diamonds.price<10000)])

We can explore it with many manipulations, e.g. sort the diamonds Cut categories by their average price.

df\_diamonds.groupby('cut')['price'].mean().sort\_values(ascending=False)

cut

Premium 4584.257704

Fair 4358.757764

Very Good 3981.759891

Good 3928.864452

Ideal 3457.541970

Name: price, dtype: float64

We can make any plot we desire, e.g. the boxplots of the prices of each Clarity category.

sns.boxplot(x='clarity', y='price', data=df\_diamonds)

# Working environment

We will get to know many components of our work environment, but for start we need to be familiar with the three main interfaces:

* **Python** - the engine behind the scenes
* **Jupyter** - the IDE we will use to write our Notebooks during the course
* **Google Colaboratory** - A free cloud service to run your Jupyter notebboks. It supports nearly all the relevant modules for our course (and many more). See [here](https://colab.research.google.com/notebooks/welcome.ipynb) for full details.

**Discussion:** How does it really run with Google Colab? Discuss the responsibility of the data scientist regarding the availibility of necessary infrastructures.

The closer you get to "production" the less convenient it is to work with Jupyter Notebbooks. For simplicity we will stick with Google Colaboratory for te entire course. Nevertheless, two additional environments should definitely be mentioned:

* **Anaconda** - A scientific distribution of Python, which includes hundreds of packages (including most of the packages we will meet in our course).
* **PyCharm** - one of the most common IDEs for python developers
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Data types

# General

The program must know the data type of each variable. It has a significant influence on many techanical aspects:

* Every data type "supports" different operations.
* The same "function" may have different meaning for different data types.
* Every data type is stored differently in the machine memory.

num1 = 1.2

num2 = 2.3

str1 = 'micro'

str2 = 'phone'

print(num1 + num2)

print(num1 \* num2)

print(str1 + str2)

# print (str1 \* str2)  # ERROR!!!

# print (num1 + str1)  # ERROR!!!

3.5

2.76

Microphone

The type of the variable can be retrieved by the type() function.

**Note:** Python is a dynamic language, which means you don't have to specify the type of a variable.

print(type(num1))

print(type(str1))

<class 'float'>

<class 'str'>

At this stage we will discuss four basic data types, but later in the course we will see many more data types and even create some new ones by ourselves.

# Numbers

We will work with two types of numbers:

* integers - round numbers, which are very useful for enumeration.
* float numbers - numbers with decimal point, which are used for accuracy.

print(type(3))

print(type(3.1))

<class 'int'>

<class 'float'>

Python assumes that if a number is given as a round number then it is an integer. If a float is needed, then there are two ways to "force" it:

* add a "fictive" decimal point
* use the conversion function *float()*

print(type(3.0))

print(type(float(3)))

<class 'float'>

<class 'float'>

Obviously, numbers support all the mathematical functions we expect them them to support. Note, however, that the basic Python includes only the most basic arithmetical operations, so things like trigonometric functions, exponential functions, etc. are not readily available.

a = 3

b = 17

print("a =", a, ", b =", b)

print("a + b =", a + b)

print("a - b =", a - b)

print("a \* b = ", a \* b)

print("b / a =", b / a)

print("b mod a =", b % a)

print("b^a =", b\*\*a)

print("max(a, b, 12) =", max(a, b, 12))

a = 3 , b = 17

a + b = 20

a - b = -14

a \* b = 51

b / a = 5.666666666666667

b mod a = 2

b^a = 4913

max(a, b, 12) = 17.

**Your turn:** Evaluate 34−43/25−52

# Strings

String is a **sequence** of **characters**, and they are defined by one of two methods:

* wrapping them with either single-quotes or double-quotes (it doesn't matter)
* Applying the *str()* function on an object.

str1 = 'This is a string'

str2 = "This is also a string"

str3 = str(12.34)

print(type(str1), type(str2), type(str3))

Being a sequence, the characters of a string have **index**, that gives direct access to any part of the string. The indexing system is not intuitive at first, but I you'll get it very fast. The picture below explains the indexation.

![Python sequence indexation](data:image/png;base64,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)

Two things to note:

* The concept of **negative indexing** is very useful when you want to deal with the end of the string, but you don't know its length. This is the case, for example, when you want to know the type of a file bsed on the file name.
* The indexing system also supports **slicing** using the '**:**' sign. The slicing excludes the last specified index.
* str1 = 'This is a string'
* str2 = "This is also a string"
* str3 = str(12.34)
* print(str1[0])
* print(str3[2])
* print(str1[6:11])
* print(str2[-4:-1])   # Take all BUT the lase character
* print(str3[-4:])     # Take all INCLUDING the lase character
* print(str1[:6])
* print(str1[5:2])     # Backwards indexing returns an empty string
* T
* .
* s a s
* rin
* 2.34
* This i

## Common operations

Like any data type, strings support several operations. Being sequences as well, strings support also sequence operations.

* Sequence types:
  + the len() function - returns the length of the sequence
  + the in operator - test whether an element is within the sequence
  + the + operator - concatenation of two sequences of the same type
  + the index() method - returns the index of an element within the sequence
  + the count() method - counts the number of occurrences of an element within the sequence
* Strings
  + the method replace(old, new) - returns a new string in which all the occurrences of old are replaced with new
  + the method find(sub) - returns the index of sub within a given string. Returns -1 if sub is not in the calling string.
  + the methods upper() and lower() - return a new string with the same letters as the original, but with all the letters in uppercase or lowercase

**Note:** Later in the course, in the [chapter about object-oriented programming](https://drive.google.com/drive/folders/1tvtiiU0hd5kgkCzIHx0xFK78g7wzJDys?usp=sharing), we will understand the exact differene between operators, functions and methods. In the meantime we just need to pay attention to the "dot" syntax, where obj.app(arg) means that the object obj applies the method app() on the argument arg.

### Illustration

str1 = 'Made in Israel'

print(len(str1))

14

print('a' in str1)

print('in' in str1)

print('In' in str1)

True

True

False

str2 = str1[0:8] + "China"

print(str2)

Made in China

print(str1.count('a'))

print(str1.index('in'))

print(str1.find('In'))

2

5

-1

print(str1.upper())

MADE IN ISRAEL

## Immutability

A string cannot be changed after its creation, and the only way to produce new strings objects from it is by ceating new ones. This is a very important feature of the string data type, and we say that strings are **immutable**. During the course we will see the importance of this characteristic and compare it to other data types.

What happens when we execute the *replace()* method on the string *str1*?

str1.replace('Israel', 'China')

print(str1)

Made in Israel

**Nothing!** Since strings are immutable, str1 cannot be modified, and therefore the result of the replace method actually creates a new string, which can be assigned to a new variable, e.g. str2.

str2 = str1.replace('Israel', 'China')

print(str1)

print(str2)

Made in Israel

Made in China

The immutability of strings can be also demonstrated by the error raised when we try to use the indexation for assignment.

str1[8:] = 'China'

**Reference:** More about the mutability concept and other related functionalities can be found [in Ventsislav Yordanov's Medium article](https://towardsdatascience.com/https-towardsdatascience-com-python-basics-mutable-vs-immutable-objects-829a0cb1530a).

## String literals

String literals are auxiliary strings that allow to use characters which are either invisible or raise technical issues when used. To symbolize these characters, you havee to use the backslash **escape character** (\). The full list of string literals can be found [here](https://docs.python.org/3/reference/lexical_analysis.html#literals), and the following are the most common:

* \n - New line
* \t - Tab
* \' - Single quote
* \" - Double quote
* \\ - Backslash

**Note:** The escape character is part of the string.

### Illustrations

print('First line.\nSecond line.')

print('Israel\t:\tJerusalem\nSpain\t:\t?\n')

print('(a) Paris\t(b) Rome\t(c) Madrid\t(d) Berlin')

print('He is John')

print('He\'s John')

The existance of two string wrappers enables the following trick...

print('And god said: There was light')

print('And god said: \"There was light\"')

#print ("And god said: "There was light"")  # This raises an error

print('And god said: "There was light"')

**Your turn:** Take the last string ('And god said: "There was light"') and extract god's saying.

String literals are characters like any other.

len('a\nb')

**Your turn:** Print the following text in a more readable fashion with proper newlines and tabs.

s = 'Sunday: visitors: 20, unique: 13, Monday: visitors: 25, unique: 14, Tuesday: visitors: 31, unique: 19'

print(s)

Sunday: visitors: 20, unique: 13, Monday: visitors: 25, unique: 14, Tuesday: visitors: 31, unique: 19

## multi-lines string

String can also be wrapped with three characters, using either single-quote or double-quote, allowing to write text with quotes and new lines as you normally do:

text = '''A String warpped with triple quotes can extend over

multiple lines like this one, and can contain 'single'

and "double" quotes without using string literals.'''

print(text)

## Conversions

Strings can be concatenated, but this may get a little bit tricky when combined with other data types.

num1, num2 = 1234, 4321

the\_sum = num1 + num2

print('The sum of', num1, 'and', num2, 'is', the\_sum)

**Note:** The print() function does not concatenate strings, but rather print them one by one, adding a white space between them.

# sentence = 'The sum of ' + num1 + ' and ' + num2 + ' is ' + the\_sum

sentence = 'The sum of ' + str(num1) + ' and ' + str(num2) + ' is ' + str(the\_sum)

print(sentence)

# Booleans

Boolean variables can have only True and False values, and they are also called "binary" and "logical" variables. Boolean variables can be created directly by assigning True or False to them, however it is much more common to create them with comparisons and tests.

is\_connected = False

type(is\_connected)

bool

num1, num2 = 12, 27

print(num1 == num2)

print(num1 != num2)

print(num1 < num2)

print(num1 >= num2)

False

True

True

False

str1 = 'Python'

print('p' in str1)

print(str1[3:5] == 'ho')

## Common operations

Booleans support less known operations, which are:

* *not* - the negative
* *and* / *&* - return *True* if and only if both of its sides are *True*
* *or* / *|* - return *False* if and only if both of its sides are *False*
* *^* (xor) - return *True* if and only if exactly one of its sides is *True*

x, y = True, False

print(x)        # True

print(not x)    # False

print(x & y)    # False

print(x and y)  # False

print(x | y)    # True

print(x or y)   # True

print(x ^ y)    # True

## Illustration

avg\_height, avg\_weight = 1.79, 75

my\_height, my\_weight = 1.77, 112

am\_i\_tall = my\_height >= avg\_height

print(am\_i\_tall)

False

am\_i\_fat = my\_weight >= avg\_weight

print(am\_i\_fat)

True

am\_i\_giant = am\_i\_tall and am\_i\_fat

print(am\_i\_giant)

False

am\_i\_chubby = am\_i\_fat and not am\_i\_tall

print(am\_i\_chubby)

True

am\_i\_abnormal\_1 = (am\_i\_fat and not am\_i\_tall) or (am\_i\_tall and not am\_i\_fat)

am\_i\_abnormal\_2 = am\_i\_fat ^ am\_i\_tall

print(am\_i\_abnormal\_1, am\_i\_abnormal\_2)

True True

**Note:** In addition to simple Booleans, Python allows [Truth-value testing](https://docs.python.org/3/library/stdtypes.html#truth-value-testing) with non-Boolean variables

# Exercises

## Exercise 1

1. Assign your height in meters to a variable called height and your weight in kilograms to a variable called weight.
2. Calculate your BMI and assign the value to a variable called BMI. (BMI=wh2)
3. Print the sentence "My height is \_\_\_ meters, my weight is \_\_\_ Kgs, and my BMI is \_\_\_.”.
4. Print the sentence, so that each part of it will be in a new line.

### Solution

Weight, Height = 104, 1.77

BMI = Weight / Height\*\*2

print("My height is " + str(Height) + " meters, my weight is " + str(Weight) + " Kgs, and my BMI is " + str(BMI) + ".")

print("My height is " + str(Height) + " meters,\nmy Weight is " + str(Weight) + " Kgs,\nand my BMI is " + str(BMI) + ".")

## Exercise 2

1. Assign your first name and your last name to the variables first\_name and last\_name, respectively.
2. Create your full name by concatenating first\_name and last\_name with a space in the middle, and assign the result to a variable called full\_name.
3. Use the string method replace() to change all the vowels in your full name from lower case to upper case (Vowels are the letters 'a', 'e', 'i', 'o' & 'u').
   * Note that you are not allowed to use the for syntax at the moment.

first\_name, last\_name = 'Amit', 'Rappel'

print(len(first\_name) + len(last\_name))

full\_name = first\_name + ' ' + last\_name

upper\_aeiou\_name = full\_name.replace('a','A').replace('e', 'E').replace('i', 'I').replace('o', 'O').replace('u', 'U')

print(upper\_aeiou\_name)

## Exercise 3

Define proper variables with the following data for yourself and for one of your imaginary friends: gender (string), age (int), city (string) and marital status (Boolean). Then create the following Boolean variables:

1. same\_city – do both of you live in the same city?
2. is\_older – is your friend older than you?
3. diff\_gender – are you from different genders?
4. both\_married – are you both married?

### Solution

my\_gender, other\_gender = 'M', 'F'

my\_age, other\_age = 33, 29

my\_city, other\_city = 'Kfar-saba', 'Kfar-saba'

my\_marriage, other\_marriage = True, False

same\_city = my\_city == other\_city

is\_older = other\_age > my\_age

diff\_gender1 = (my\_gender == 'M' and other\_gender == 'F') or \

                   (my\_gender == 'F' and other\_gender == 'M')

diff\_gender2 = my\_gender != other\_gender

diff\_gender3 = not(my\_gender == other\_gender)

both\_married = my\_marriage & other\_marriage

שיעור 3

Data structures

# Introduction

In many cases the data we work with has to be organized. This is obvious when we talk about tables and databases, but it is not less crucial when we deal even with the simplest data objects. Every program language provides its programmers with many built-in data structrues to allow this "organization". It is up to us, though, to use the most appropriate structure for each task.

Similar to the data types, each data structure supports specific operations, which are optimized to its characteristics. Python provides several dozens of built-in data structures, and in this chapter we will learn about the most notable four:

* list
* tuple
* dictionary
* set

As noted earlier, one of the most important characteristics of a data structure is its (im)mutability, therefore it is important to keep in mind which data structure is mutable and which is not.

# Lists

List is a sequence of elements. That's it.

**Reminder:** *sequence* is Python's generic term for an ordered set of elements. Strings are also sequences.

To create a list we usually use the [] constructor, either with or without elements, separated by commas if present. Alternatively we can use the list() function, which is useful in some specific scenarios. The elements don't have to be of the same type, and they can even be of type *list* themselves.

list0 = []

list1 = [4.2, 'House', 3, False, ['a', False, 1, 'book'], [], 'dog']

Lists are sequences

Lists are sequences, so they support all the sequences operations we already met when we learned about strings. These include indexing and slicing, the *len()* function, the *in* operator, concatenation with the '+' sign, the *index()* method, etc.

### Indexing and slicing

Specific index returns the element itself (which may be a list itself)

print(list1[3])

print(list1[-3])

False

['a', False, 1, 'book']

Slicing returns a list

print(list1[3:5])

print(list1[2:-1])

print(list1[2:])

[False, ['a', False, 1, 'book']]

[3, False, ['a', False, 1, 'book'], []]

[3, False, ['a', False, 1, 'book'], [], 'dog']

print(list1[2])

print(list1[2:3])

3

[3]

It should be noted that when we refer to a list as an element of a list, then we should use **chained indexing** and not think of it as a two-dimensional object.

print(list1[4][3][-1])

book

**Your turn:** For the same list1, calulcate the following expressions by yourself, and then check with Python (note also the data type of each answer):

* list1[1][-2]
* str(list1[0])[1]
* len(list1[-1])
* list1[len(list1[1])-1][0][0]

### Other illustrations

details = ['John', 'Doe', 'm', 32, 'Tel Aviv', False, 1.71]

print(len(details))

7

print('John' in details)

print('Jon' in details)

print(['John'] in details)

True

False

False

print(details[:3] + details[4:5])

['John', 'Doe', 'm', 'Tel Aviv']

**Note:** Why will details[:3] + details[4] not work?

print(details.index(32))

3

## Common operations

**Reference:** The full list of methods can be found in the [official docs](https://docs.python.org/3/library/stdtypes.html#mutable-sequence-types).

### Lists are mutable

Unlike strings, lists are **mutable** objects, which means their value(s) can change during runtime.

print(details)

details[3] = 33

print(details)

['John', 'Doe', 'm', 32, 'Tel Aviv', False, 1.71]

['John', 'Doe', 'm', 33, 'Tel Aviv', False, 1.71]

As we just saw, this can be done by simply reassigning the values of the elements in the list. However, as we will see below, it is much more convenient to apply the various methods which allow to modify their content. Such methods modify the list object **in-place** and usually do **not** return the modified list itself. What they do return is None.

### Adding elements - append(), insert() & extend()

* append(x) - adds the element x at the end of the list
* insert(i, x) insert the element x at the i-th place
* extend(iter) - concatenate the elements of iter` to the list
* list1 = ['Aa', 'Bb']
* print(list1)
* list1.append('Dd')
* print(list1)
* list1.insert(2, 'Cc')
* print(list1)
* list1.extend(['Ee', 'Ff'])
* print(list1)
* list1.append(['Gg', 'Hh'])
* print(list1)
* list1.extend('Ii')
* print(list1)

['Aa', 'Bb']

['Aa', 'Bb', 'Dd']

['Aa', 'Bb', 'Cc', 'Dd']

['Aa', 'Bb', 'Cc', 'Dd', 'Ee', 'Ff']

['Aa', 'Bb', 'Cc', 'Dd', 'Ee', 'Ff', ['Gg', 'Hh']]

['Aa', 'Bb', 'Cc', 'Dd', 'Ee', 'Ff', ['Gg', 'Hh'], 'I', 'i']